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Disclaimer

This document was prepared as an account of work sponsored by an agency of the United States
government. Neither the United States government nor Lawrence Livermore National Security, LLC,
nor any of their employees makes any warranty, expressed or implied, or assumes any legal liability or
responsibility for the accuracy, completeness, or usefulness of any information, apparatus, product, or
process disclosed, or represents that its use would not infringe privately owned rights. Reference herein
to any specific commercial product, process, or service by trade name, trademark, manufacturer, or
otherwise does not necessarily constitute or imply its endorsement, recommendation, or favoring by the
United States government or Lawrence Livermore National Security, LLC. The views and opinions of
authors expressed herein do not necessarily state or reflect those of the United States government or
Lawrence Livermore National Security, LLC, and shall not be used for advertising or product
endorsement purposes.
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Synonyms
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Definition

The Java Metadata Facility is introduced by Java Specification Request (JSR) 175 [1],
and incorporated into the Java language specification [2] in version 1.5 of the language.
The specification allows annotations on Java program elements: classes, interfaces,
methods, and fields. Annotations give programmers a uniform way to add metadata to
program elements that can be used by code checkers, code generators, or other compile-
time or runtime components.

Annotations are defined by annotation types. These are defined the same way as
interfaces, but with the symbol ‘@’ preceding the ‘interface’ keyword. There are
additional restrictions on defining annotation types:

1. They cannot be generic.
They cannot extend other annotation types or interfaces.
Methods cannot have any parameters.
Methods cannot have type parameters.
Methods cannot throw exceptions.
The return type of methods of an annotation type must be a primitive, a String, a
Class, an annotation type, or an array, where the type of the array is restricted to
one of the four allowed types.
See [2] for additional restrictions and syntax.
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The methods of an annotation type define the elements that may be used to parameterize
the annotation in code. Annotation types may have default values for any of its elements.
For example, an annotation that specifies a defect report could initialize an element
defining the defect outcome to ‘submitted.” Annotations may also have zero elements.
This could be used to indicate serializability for a class (as opposed to the current
Serializability interface).

Main Text

There are several annotation types that are predefined in the Java 1.5 programming
language: ‘@Override’, ‘@Deprecated’, and ‘@SuppressWarnings’ are the most
common ones.

‘@Override’ indicates that a method in a subclass overrides a method from its superclass,
as opposed to overloading it. This is an example of an annotation with zero elements. A



common, yet difficult to identify, error in writing Java classes occurs when a programmer
overloads the equals method, rather than overriding it. This leads to errors that are
difficult to track down.

‘@Deprecated’ indicates that a class or method has been deprecated and that
programmers should use an alternative. This replaces the javadoc ‘@deprecated’ tag that
served the same purpose.

‘@SuppressWarnings’ indicates that a compiler should not report warnings of a particular
type. This particular annotation requires an element, such as
‘@SupressWarnings(“‘unchecked”)’, defining the type of warning to ignore for the
annotated compilation unit. Warning types are defined by the compiler and are not
specified in the Java language specification.
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